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M-EOO Compiler Overview
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## EOO ML

- Component equations in libraries
- Compiler finds connection equation

Component Equations
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\begin{aligned}
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## EOO MLs in General



- Established modeling paradigm
- E.g., modeling of vehicles, power plants, and aircraft
*From the Modelica standard library
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- M-EOO is a DSL for EOO modeling and simulation
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| M-EOO <br> src |
| :---: |$\rightarrow$| M-EOO |
| :---: |
| compiler |$\rightarrow$| Simulation code |
| :---: |
| (MExpr src) |
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## RLC Circuit Model

```
main model
    def R = 0.2 end
    def L}=1.0 en
    def C = 1.0 end
    node n1,n2,n3,n4,n5
    var t,i:Real
equation
    t' = 1.0;
    Resistor(R,n1,n2);
    Inductor(L,n2,n3);
    Capacitor(C,n3,n4);
    VoltageSource(sigmoid(t,7.0),n5,n4);
    CurrentSensor(i,n5,n1)
output
    (t,i)
end
```
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## Inductor Model

```
model Inductor:Real*Node*Node }->\mathrm{ Model
model Inductor(L,cathode,anode) =
var u,i:Real
equation
u = L*i';
connect cathode to anode in
Electrical with u across i through
end
```

Simulation Trace for i

$t$ [s]
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## The M-EOO Compiler Pipeline

compiler
Frontend
EOOCore
$\leftarrow$ parsing, desugaring, and typechecking
$\leftarrow$ extended subset of pure MExpr

## M-EOO model

```
main model
    def \(R=0.2\) end
    def \(L=1.0\) end
    def \(C=1.0\) end
    node n1, n2, n3, n4, n5
    var t, i: Real
equation
    \(\mathrm{t}^{\prime}=1.0\);
    Resistor ( \(\mathrm{R}, \mathrm{n} 1, \mathrm{n} 2\) ) ;
    Inductor (L, n2, n3) ;
    Capacitor (C, n3, n4) ;
    VoltageSource (sigmoid (t, 7.0) , n5, n4) ;
    CurrentSensor (i,n5,n1)
output
    ( \(\mathrm{t}, \mathrm{i}\) )
end
```

6

## EOOCore program

```
let #var"R" = 0.2 in
let #var"L" = 1. in
let #var"C" = 1. in
let n5 = gensym {} in
let n4 = gensym {} in
let n3 = gensym {} in
let n2 = gensym {} in
let n1 = gensym {} in
let i: Float = gendynvarf "i" in
let t: Float = gendynvarf "t" in
(let eqn: [Equation] =
    concat
        [ eqnf (dotf 1 t) 1. ]
    (concat
        (#var"Resistor"
            (#var"R", n1, n2))
    -- ... more components ...
    (concat (#var"VoltageSource"
                    (sigmoid (t, 7.),
                        n5, n4))
            (#var"CurrentSensor"
                    (i, n5, n1))))))
    in eqn, (t, i))
```
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## Flat EOO IR

```
eqns:
    subf (dvar 1 uC)
            (mulf 1. (dvar 0 iC));
    subf (dvar 0 uL)
            (mulf 1. (dvar 1 iL));
    subf (dvar 0 uR)
            (mulf 0.2 (dvar 0 iR));
    subf (dvar 1 t) 1.
out:
    (dvar 0 t, dvar 0 i)
graphs:
                                    Graph encoding connections
```
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I have presented an overview the EOO DSL M-EOO and its compiler

## Prototype Implementation

https://github.com/miking-lang/miking-dae on the branch eoo
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